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## Actividad B

El objetivo de esta actividad es deducir la capacidad de un pipe modificando el programa de ejemplo. Para esto habrá que llenar byte por byte el pipe hasta que se llene, haremos las siguientes dos modificaciones:

1. Se agrega en el proceso emisor un ciclo en el cual se agrega un byte hasta que ya no se pueda escribir más en el pipe.

|  |
| --- |

1. Para que el pipe se pueda llenar se comenta la línea en el proceso receptor que se encarga de leer datos del pipe.

|  |
| --- |

Al ejecutar este programa en la terminal se muestra una cuenta de la cantidad de bytes que se van agregando al pipe; esta cuenta se detiene en el número **65,536.** Convirtiendo este número en potencias de **2** podemos ver que el tamaño del pipe es de bytes.

#### [Enlace GDB](https://onlinegdb.com/4G58GbGOA)

#### Código Fuente

/\*

\*\* pipe.c -- un ejemplo de uso de pipe para

\*\* comunicar procesos por env�o de mensajes

\*/

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <sys/wait.h>

#define WRITE 1

#define READ 0

int main(){

int hijo\_padre[2];

char buf[30];

int status, pid, iteracion;

iteracion = 0;

status = pipe(hijo\_padre);

if (status == -1 ){

printf("ERROR al crear el pipe");

exit(1);

}

if ((pid = fork()) == -1 ) {

printf("ERROR al clonar el proceso");

exit(1);

}

if (pid == 0) {

close(hijo\_padre[READ]); // Cierra el que no va a usar

do{

printf(" Hijo: Escribo en la tuberia el caracter %d\n", iteracion);

iteracion++;

}while(write(hijo\_padre[WRITE],"0",1));

close(hijo\_padre[WRITE]);

printf(" Hijo: termino\n");

exit(0);

} else {

close(hijo\_padre[WRITE]); // Cierra el que no va a usar

printf("Padre: leyendo de la tuberia\n");

//read(hijo\_padre[READ], buf, 5);

printf("Padre lei: read \"%s\"\n", buf);

printf("Padre : termino\n");

wait(NULL);

close(hijo\_padre[READ]);

}

return 0;

}

## Actividad C

Esta actividad requiere que modifiquemos el programa ejemplo para que el proceso emisor le envíe varios mensajes al proceso receptor. Para esto habrá que realizar las siguientes modificaciones:

1. Primero se declara una variable *iteracion* poder seleccionar la cantidad deseada de mensaje a enviar. Al proceso emisor se le agrega un ciclo que se repite el el número de veces determinadas por la variable *iteracion;* dentro de este ciclo se encuentran las líneas encargadas de: mostrar en la terminal el número que se enviará, la línea encargada de convertir el número a enviar en una cadena de caracteres y la línea encargada de escribir en el pipe el número a enviar.

|  |
| --- |

1. En el proceso receptor se agrega un ciclo que se encarga de leer el pipe hasta que este se encuentre vacío, dentro de este ciclo se muestra en la terminal lo que se leyó del pipe.

|  |
| --- |

#### [Enlace GDB](https://onlinegdb.com/WNrLplZh5)

#### Código Fuente

/\*

\*\* pipe.c -- un ejemplo de uso de pipe para

\*\* comunicar procesos por envío de mensajes

\*/

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <sys/wait.h>

#define WRITE 1

#define READ 0

int main() {

int hijo\_padre[2];

char buf[30];

int status, pid, iteracion;

iteracion = 0;

status = pipe(hijo\_padre);

if (status == -1) {

printf("ERROR al crear el pipe");

exit(1);

}

if ((pid = fork()) == -1) {

printf("ERROR al clonar el proceso");

exit(1);

}

if (pid == 0) {

close(hijo\_padre[READ]); // Cierra el que no va a usar

do {

printf(" Hijo: Escribo en la tuberia el caracter %d\n", iteracion);

// Convierte el número en una cadena de caracteres

snprintf(buf, sizeof(buf), "%d", iteracion);

// Escribe el mensaje en la tubería

write(hijo\_padre[WRITE], buf, sizeof(buf));

iteracion++;

} while (iteracion < 10); //Cambiar este número por la cantidad deseada de mensajes

close(hijo\_padre[WRITE]);

printf(" Hijo: termino\n");

exit(0);

} else {

close(hijo\_padre[WRITE]); // Cierra el que no va a usar

printf("Padre: leyendo de la tuberia\n");

while (read(hijo\_padre[READ], buf, sizeof(buf)) > 0) {

printf("Padre lei: read \"%s\"\n", buf);

}

printf("Padre: termino\n");

wait(NULL);

close(hijo\_padre[READ]);

}

return 0;

}

## Actividad D

Esta actividad nos pide que agreguemos lo que sea necesario para que la comunicación entre el proceso emisor y el proceso receptor sea en ambos sentidos.

1. Primero se crean dos pipes: ***receptor\_emisor***y ***emisor\_receptor****.* Con estos nuevos pipes el proceso emisor puede enviar mensajes por medio del pipe ***emisor\_receptor***y recibir respuestas del proceso receptor por medio del pipe ***receptor\_emisor****.* Mientras que el proceso receptor lee mensajes del pipe ***emisor\_receptor***y envía respuestas al proceso emisor por medio del pipe ***receptor\_emisor.***
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1. En el proceso emisor se agregan un ciclo que permite que pueda mandar mensajes hasta que se quiera salir. Dentro del ciclo se pide el mensaje que se quiere mandar y se escribe dentro del pipe ***emisor\_receptor***. Se evalua el mensaje para saber si contiene la palabra reservada para terminar el envío de mensajes; para terminar se lee del pipe ***receptor\_emisor*** la respuesta del proceso receptor y se muestra en pantall

|  |
| --- |

1. En el proceso receptor se agrega un ciclo que permite que pueda mandar mensajes hasta que se quiera salir. Dentro del ciclo primero lee el pipe ***emisor\_receptor*** en búsqueda de la respuesta del emisor; en caso que haya una respuesta se compara con la palabra reservada para terminar con la comunicación. Al final escribe dentro del pipe ***receptor\_emisor*** la confirmación de recepción del mensaje.

|  |
| --- |

#### [Enlace GDB](https://onlinegdb.com/tQwasbp-m)

#### Código Fuente

/\*

\*\* pipe.c -- un ejemplo de uso de pipe para

\*\* comunicar procesos por envío de mensajes

\*/

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <sys/wait.h>

#include <string.h>

#define WRITE 1

#define READ 0

int main() {

int emisor\_receptor[2];

int receptor\_emisor[2];

char buf[30];

int status, pid;

status = pipe(emisor\_receptor);

if (status == -1) {

printf("ERROR al crear el pipe emisor\_receptor");

exit(1);

}

status = pipe(receptor\_emisor);

if (status == -1) {

printf("ERROR al crear el pipe receptor\_emisor");

exit(1);

}

if ((pid = fork()) == -1) {

printf("ERROR al clonar el proceso");

exit(1);

}

if (pid == 0) {

close(emisor\_receptor[WRITE]);

close(receptor\_emisor[READ]);

while (1) {

// Leer mensaje del proceso emisor

read(emisor\_receptor[READ], buf, sizeof(buf));

printf("Receptor: recibido \"%s\"\n", buf);

// Verificar si el mensaje es "exit"

if (strcmp(buf, "terminar") == 0) {

break;

}

// Enviar respuesta al proceso emisor

write(receptor\_emisor[WRITE], "Mensaje recibido", sizeof("Mensaje recibido"));

}

close(emisor\_receptor[READ]);

close(receptor\_emisor[WRITE]);

printf("Receptor: termino\n");

exit(0);

} else {

close(emisor\_receptor[READ]);

close(receptor\_emisor[WRITE]);

while (1) {

// Leer mensaje desde la entrada estándar

printf("Emisor: ingrese un mensaje ('terminar' para salir): ");

fgets(buf, sizeof(buf), stdin);

buf[strcspn(buf, "\n")] = '\0'; // Eliminar el salto de línea

// Enviar mensaje al proceso receptor

write(emisor\_receptor[WRITE], buf, sizeof(buf));

// Verificar si el mensaje es "exit"

if (strcmp(buf, "terminar") == 0) {

break;

}

// Leer respuesta del proceso receptor

read(receptor\_emisor[READ], buf, sizeof(buf));

printf("Emisor: respuesta recibida \"%s\"\n", buf);

}

close(emisor\_receptor[WRITE]);

close(receptor\_emisor[READ]);

printf("Emisor: termino\n");

wait(NULL);

}

return 0;

}

## Actividad E

Esta actividad nos pide que

1. Primero se crean dos pipes: ***receptor\_emisor***y ***emisor\_receptor****.* Con estos nuevos pipes el proceso emisor puede enviar mensajes por medio del pipe ***emisor\_receptor***y recibir respuestas del proceso receptor por medio del pipe ***receptor\_emisor****.* Mientras que el proceso receptor lee mensajes del pipe ***emisor\_receptor***y envía respuestas al proceso emisor por medio del pipe ***receptor\_emisor.***

![](data:image/png;base64,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)

1. En el proceso emisor se agregan un ciclo que permite que pueda mandar mensajes hasta que se quiera salir. Dentro del ciclo se pide el mensaje que se quiere mandar y se escribe dentro del pipe ***emisor\_receptor***. Se evalua el mensaje para saber si contiene la palabra reservada para terminar el envío de mensajes; para terminar se lee del pipe ***receptor\_emisor*** la respuesta del proceso receptor y se muestra en pantall

|  |
| --- |

1. En el proceso receptor se agrega un ciclo que permite que pueda mandar mensajes hasta que se quiera salir. Dentro del ciclo primero lee el pipe ***emisor\_receptor*** en búsqueda de la respuesta del emisor; en caso que haya una respuesta se compara con la palabra reservada para terminar con la comunicación. Al final escribe dentro del pipe ***receptor\_emisor*** la confirmación de recepción del mensaje.

|  |
| --- |

#### [Enlace GDB](https://onlinegdb.com/ZQGs0BsIw)

#### Código Fuente

/\*

\*\* pipe.c -- un ejemplo de uso de pipe para

\*\* comunicar procesos por envío de mensajes

\*/

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <sys/wait.h>

#include <string.h>

#define WRITE 1

#define READ 0

int secuencia\_collatz(long long int n);

int main() {

int emisor\_receptor[2];

int receptor\_emisor[2];

char buf[30];

int status, pid;

status = pipe(emisor\_receptor);

if (status == -1) {

printf("ERROR al crear el pipe emisor\_receptor");

exit(1);

}

status = pipe(receptor\_emisor);

if (status == -1) {

printf("ERROR al crear el pipe receptor\_emisor");

exit(1);

}

if ((pid = fork()) == -1) {

printf("ERROR al clonar el proceso");

exit(1);

}

if (pid == 0) {

close(emisor\_receptor[WRITE]);

close(receptor\_emisor[READ]);

long long int num;

int longitud\_max = 0;

int numero\_max = 0;

while (1) {

// Leer número del proceso emisor

read(emisor\_receptor[READ], &num, sizeof(num));

// Verificar si el número es 0 (señal de finalización)

if (num == 0) {

break;

}

// Calcular la longitud de la secuencia de Collatz para el número

int length = secuencia\_collatz(num);

// Verificar si la longitud actual es la máxima

if (length > longitud\_max) {

longitud\_max = length;

numero\_max = num;

}

}

// Enviar el número con la secuencia más larga al proceso emisor

write(receptor\_emisor[WRITE], &numero\_max, sizeof(numero\_max));

close(emisor\_receptor[READ]);

close(receptor\_emisor[WRITE]);

printf("Receptor: terminó\n");

exit(0);

} else {

close(emisor\_receptor[READ]);

close(receptor\_emisor[WRITE]);

long long int num;

while (1) {

// Leer número desde la entrada estándar

printf("Emisor: ingrese un número (0 para salir): ");

scanf("%lld", &num);

// Enviar el número al proceso receptor

write(emisor\_receptor[WRITE], &num, sizeof(num));

// Verificar si el número es 0 (señal de finalización)

if (num == 0) {

break;

}

}

// Leer el número con la secuencia más larga del proceso receptor

int numero\_max;

read(receptor\_emisor[READ], &numero\_max, sizeof(numero\_max));

printf("Emisor: el número con la secuencia de Collatz más larga es %d\n", numero\_max);

close(emisor\_receptor[WRITE]);

close(receptor\_emisor[READ]);

printf("Emisor: terminó\n");

wait(NULL);

}

return 0;

}

int secuencia\_collatz(long long int n){

int count = 0;

while (n != 1) {

if (n % 2 == 0) {

n = n / 2;

} else {

n = (3 \* n) + 1;

}

count++;

}

return count;

}